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Abstract

Learning to program is a difficult and complex process that needs to be aided by proper educational tools. The crucial question is if the tool can support the learning or not. The potentials of Program Visualization (PV) tools, especially essential in novice programmers training, were shown in the past. Unfortunately, they are still underutilized and the results of their use are inconclusive. Moreover, the approach of creating general-purpose tools for a general-user is no longer bearable. The tools should be smart and accommodate to the changing needs, goals, and context of the users. This can increase the efficiency, acceptance and usage of PV tools. We perform a critical analysis of the current state-of-practice in PV and smart technologies and propose a taxonomy linking these research tracks. In addition, we present directions for the future of the research in smart program visualization tools.

1. Introduction

No learning process is a straight path. Undoubtedly, everyone has a specific approach to learning. In educational research, this concept has been referred to as a learning style. It is believed that when the preferred approach to learning is supported, the effectiveness of the learning is increased. In classrooms, teachers are supposed to take care of the diverse learners. However, that is not always possible, especially in large groups. Furthermore, the situation is totally different when learners are in isolation. Educational technology researchers have been building tools to support learners and remedy the lack of teacher, but normally this has happened in a uniform fashion. For learners, it is necessary not to be limited to a predefined path, but the environments should be aware of the tasks, abilities, and contexts of the users.

In recent years, the interests have indeed shifted towards the tools that can take the learner into consideration. Particularly, a technique known as adaptation [5] is one of the most promising ones. Adaptation refers to the means of supporting the user within different and varying settings, backgrounds and cultures, to further exploit the available knowledge and improving technology. Many personalized and intelligent learning environments have been created employing some sort of adaptation. However, it seems that these systems still possess several limitations and are only targeted to specific content areas. Moreover, the adaptation technique is especially used to improve learning materials and their delivery. It is still an open question whether similar techniques can be considered when enhancing learning tools to support learning.

When considering the effectiveness of software visualization (SV) for educational purposes, the research results have been inconclusive [10]. One of the possible causes could be the lack of support for diverse learners in different learning contexts.

Our intention is to investigate the possibilities of enhancing PV tools by smart techniques to support and increase the learning of programming. We argue that only applying the existing adaptation techniques to learning tools is not enough because the learning materials and tools have distinct focus. Thus, we need to examine the nature of learning tools and their relation to the learning process. From this analysis we will then build our view on smart learning tools that support the whole learning process.

In Section 2, we introduce our view on learning process and its relation to the learning tools. In Section 3, we review research in the areas of program visualization and smart techniques. The current situation in program visualization tools and how they could be adapted is discussed in Sections 4 and 5, respectively. The future work and discussion is presented in Section 6.

2. What Is Needed from a Learning Tool

Our view on the interplay between learning process and the tool to support it consists of at least four components affecting it. Firstly, it is necessary to know
what should be learned. Unintentional learning can also happen, although it is hard to support it with tools. The content of learning should be somehow explained or expanded by the tool. This will allow the learner to focus on the part that needs attention. Secondly, all learners have personal preferences for the style how the learning is organized. Learners should be able to navigate through the content in a way suitable for them and the tool should support this navigation. Thirdly, during the whole learning process, interaction in the forms of responses, support and feedback are crucial. This interaction should guide the learning process. If a learner has problems during the process, s/he should be able to ask for help. Furthermore, the feedback should help the learner to set up new learning goals and enable reflection on the work done. Finally, the learning happens always in some context of culture, background and settings. The learning tools should always take into consideration what the context is and accordingly accommodate an appropriate support for it. We argue that for a learning tool to be maximally effective, it has to support every part of the learning process as presented above. In other words, if a tool does not consider sufficiently some of the parts of the learning process, it will most likely fail when used in learning.

3. Literature Review

3.1. Smart Techniques

Several techniques have been previously used in educational tools to achieve a smart support for learning processes. Adaptive learning environments have been a popular field of study in the recent years [5]. Adaptation refers to the adjustments in an educational environment aiming to (1) accommodate learners’ needs, goals, abilities, and knowledge, (2) provide appropriate interaction, and (3) personalize the content [1]. However, besides the users’ characteristics, also usage (interaction) data and environment data shall be included when modeling the user [11]. Adaptation to the environment of the user comprises the context of use, platform, and location.

According to Beaumont and Brusilovsky [1], in the context of Adaptive Hypermedia (AH) two types of adaptation are possible: adaptive presentation of the content and adaptive navigation support. In content adaptation, the materials are modified to suit the user according to the user model. The adaptive navigation support means that the different directions the user can take are limited or guidance is given in the selection of the direction. With an increasing research in this area, this taxonomy has been enriched [4][5]. Namely, adaptation of modality is such a development in the branch of adaptive content presentation where the modality of the content is changed, for example to accommodate the learning style of the student. In adaptive navigation support, advances have been done, for instance, towards adaptive link generation in which new links between documents are added to the system automatically and they are recommended with dynamically changing criterion.

Besides adaptivity, a form of smart support can be achieved by using agent technology [8]. The autonomous software agents can analyze some part of the learning process and give support when they sense that an aid or response is needed or when the user asks for help. Agents can be used in several contexts. They can be seen as a way to collect data for user modeling both by observing and by asking the user when needed. Furthermore, when there is no peer available for a conversation, social agents can try to interact with the user to further support the learning process.

3.2. Program Visualization

Program-visualization (PV) systems concentrate on explaining the execution of computer programs, providing an access to dynamic and often hidden processes during program run-time. Another field of research close to PV is Algorithm Visualization (AV). AV tools range from predefined algorithm animations and static pictures to environments enabling the learners to design their own AVs. Both fields, PV and AV, are part of the broader area of Software Visualization (SV), which includes all the systems that convey information about software in a graphical way.

PV tools have approached the communication of program execution process in different ways. BlueJ [13] is the most successful tool developed for novices learning object-oriented programming. It lets the users to interact with classes by creating objects and calling their methods through a visual interface. Other PV systems visualize the programs during their execution. Jeliot 3 [15] shows the execution step-by-step through animation, for instance, the evaluation of a condition or an expression is shown in details. JeCo [16] is a collaborative extension of Jeliot 3 where users can chat with each other and to post program code and messages to a collaboration view. Javavis [17] displays the state of the program and the messages sent by objects with UML-like notation.

Although there is a great potential in the PV or SV in general, the results of evaluating SV tools are inconclusive in terms of if and how their use actually
contributes to achieving better learning results. In a meta-study of AV evaluations, Hundhausen et al. [10] concluded that instead of concentrating on what and how to display, the focus should be on studies of the ways how AV systems are used. It also reveals that AV tools are more engaging when combined with common learning tasks, such as prediction exercises.

A study reported in [12] shows how the use and evaluation of AV tools does not reflect the full potential of the tools. The claim is that most of the past evaluations were carried out in constrained environments, for example, in time limited tests, and that those tools would perform better in open environments. These results could also lead to the conclusion that current tools could perform better, if they were able to adapt to the learning context. Thus, the problem of inconclusive empirical results might lie in the fact that the tools are often designed in a one-fits-all fashion, and the problem can materialize when a tool is used by a diverse population of learners.

4. Program Visualization for Learning

One of the solutions to the problem presented in the previous section is to employ adaptation. Although several program visualization tools exist, there is very limited support for adaptivity and adaptability in the PV systems. These, often novice-oriented, tools fail to support learning in many respects: They (1) do not provide any means to change the actions and content to accommodate the learning process of the student, (2) do not respect the changing context of learning and (3) do not proactively interact to provide guidance. The tools shall anticipate progress in learning, as it is an expected goal of their use, and they should act upon it.

There are a few systems that utilize different techniques when adapting to the needs of users. However, the systems are limited in the scope of their use and visualization. Seal [14] uses social agents to support the viewing of the program visualizations. The social agents negotiate with the user how the visualization proceeds and if the results of the visualization are as expected. Moreover, in problem situations the agent tries to explain what went wrong. WADEN [7] adapts the level of details in the visualization to the knowledge of the learner when visualizing the expression-evaluation. The learners’ understanding in terms of elementary knowledge elements is monitored and the information is stored into a centralized user model repository. The adaptive system adjusts the steps in the animation of an algorithm to focus on elements that are not yet understood as well as the other parts.

A different approach is taken in Jeliot I [19] where the users can adapt the visualizations to fit better into their mental models. This can be achieved by changing the visualization parameters of the visual objects. For example, the shape, color, and style used in the visualization can be adjusted. In that way, the program visualization becomes adaptable.

5. Making Visualization Tools Smart

In these sections, we suggest ways how the PV tools could be enriched to support all components of the learning process better. Approaching the future of adaptive PV, it is reasonable to consider how the present PV systems could be enriched by and benefit from the current smart techniques.

5.1. Smart Presentation of Content in PV

Considering the adaptive presentation of content, it is mostly the “what” component of learning process which a smart PV system would operate on and support. An obvious solution would be to provide different modality of the visualization to match learners’ cognitive styles by text, sound, animation etc. For instance, when the principles of conditional branching are explained, some learners might prefer a textual information while others animation. Smart PV tools shall strive to match the modality of the presentation to the one preferred by the learner.

In the area of educational AH, the idea of inserting and removing some fragments of text is often used. Inspired by this approach, we propose to adapt the visualization by inserting and removing fragments of representations of programs during the visualization. For example, BlueJ and other visual design tools could adaptively hide certain class information and display other with additional explanations. Systems similar to Jeliot could show animations of programming constructs that are relevant to the students’ current learning goals and hide unwanted constructs. Moreover, some of the PV systems can provide different views of the same concept. For example, in Jeliot together with a data structure view, a call tree of program execution is shown to the user. Smart PV tools should provide suitable views to different users in changing stages of the learning process.

5.2. Smart Navigation support in PV

Applying techniques similar to adaptive navigation support, in our opinion, is not that straightforward. We see the adaptive navigation support as allowing the
sequences of steps in a learning process to be altered from a fixed model. In other words, these techniques could be used to support the “how” component of a smart PV. While learning a programming concept, the steps to achieve a maximal understanding might differ from person to person.

There are several possible directions how the adaptive navigation support could be implemented in PV tools. We propose to implement them by adding a supportive set of examples and problems. Techniques from AH systems, like sorting of or link generation between materials can be applied to let the students choose the next example from the relevant ones, or to solve a problem related to the learned concept. In the systems, such as JeCo, new links between messages and materials could be generated.

5.3. Proactive Interaction in PV

Autonomous agents could help the learning process in terms of proactive interaction, feedback, and guidance. A proactive component of a smart PV tool could appropriately combine guidance and freedom to change the intensity of proactive intervention, depending on the cognitive style of the learner: some learners might prefer independent learning while others appreciate assistance. For instance, in the program comprehension task they could ask questions that concentrate the learner’s attention on certain aspects of the program depending on the program and abilities of the learner. In collaborative settings, the tool could propose collaboration partners who have knowledge about the concepts the students are learning.

5.4. Smart Context-Awareness in PV

Some of the current AH frameworks already allow for a centralized user modeling, material viewing and invocation of external tools. For instance, the Knowledge Tree [6] is a web-based user-modeling portal that allows extensions through new components. We see a possibility to extend such adaptive learning systems to cooperate with PV tools. This way, PV tools can benefit from already implemented techniques and modeled users. The adaptive learning systems can retrieve more information about the learners through the interaction with PV tools, updating the user model more accurately, leading to synergy.

6. Discussion and Future work

Programming is a complex domain in which learners need a constructive support from their learning environments. We present an argument that, similarly as in other learning domains, the modern PV tools cannot be designed and implemented without paying attention to the most important components of the learning process: the learners, their tasks and context where learning happens. The current PV tools lack of recognizing these needs: the tools often animate the program automatically; the animation is designed according to experts’ mental models and based on unfamiliar constructs; and the context of learning is not considered as well as learners’ cognitive styles and abilities. Not only this approach is opposite to the constructivist view on learning [3], but also the real effects of the use are often lower than expected [10].

As a solution to the problem, we propose to involve some of the smart techniques reviewed in previous sections. The research in educational AH has intensively advanced towards smarter systems during last decade [5]. However, its implications to PV technologies are rare. We believe that adaptation and agent technologies could increase learners’ engagement, and provide them with deeper understanding and meaningful learning. As a result, the problems connected with the utilization of the PV tools could be solved. We propose that the first step of enriching PV tools by adaptive methods could be made by coupling PV tools with existing adaptive frameworks and mechanisms.

However, it is necessary that a sound methodological framework is developed to evaluate properly the proposed solution. Although the previous research in AH is rich and inspiring, our purpose is not to blindly adapt all the methods developed in past. This is not even possible as AH is concerned with the delivery of materials while the learning tools with the information processing. Rather, the effects of adaptation shall be thoroughly examined. For that reason, we argue that the future research in smart PV tools shall be focused on developing the evaluation. A repertoire consisting of controlled laboratory studies, usability tests, as well as longitudinal, observational studies, remote logging, interviews and real teaching experiments shall be involved. The evaluation of the outcomes of future PV tools application shall not only consider the actual knowledge gathered through learning, but it also shall measure the produced mental models [9] and the levels of engagement.

Advances in available technologies shall be used to monitor the learners in order to foster the creation of accurate user models. Such technologies as eye-movement tracking could be involved to estimate the
focus of attention on certain elements of animated program, or to infer the current cognitive load induced by the animation. Such systems are currently used in laboratory-based evaluations and provide insights into how different parts of the interface are utilized by different users during program animation [2].

Other challenges of the research in the future of advanced PV tools include the issues of (1) efficient integration into programming courses and (2) support for different sub-areas of programming such as comprehension, debugging, or creating programs from a scratch or template. If the PV tools are included into the computer science curricula, it is necessary to integrate proper pedagogical models into them. Furthermore, the tools should be aware of the underlying course structure and cooperate with course-management tools. Another form of adaptation then arises: future PV tools should adapt to the changing institutional and course needs.
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